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Abstract

This paper presents a DSVL that simplifies educational video game development for
educators who do not have programming backgrounds. Other solutions that reduce the
cost and complexity of educational video game development have been proposed, but
simple to use approaches tailored to the specific needs of educators are still needed. We
use a multidisciplinary approach based on visual language and narrative theory concepts
to create an easy to understand and maintain description of games. This language
specifically targets games of the adventure point-and-click genre. The resulting DVSL
uses an explicit flow representation to help educational game authors (i.e. educators) to
design the story-flow of adventure games, while providing specific features for the
integration of educational characteristics (e.g. student assessment and content
adaptation). These highly visual descriptions can then be automatically transformed into
playable educational video games.

Keywords: Domain-Specific Visual Language, educational video games, serious
games, educators, story-flow, game authoring

1. Introduction

The field of educational video games' is experiencing both increased acceptance and
incorporation into current curricula as complementary content. This growth has been
promoted by increasing investment in the field [2] and supported by research focused on
overcoming known issues. Research in the field of Game-Based Learning (GBL) has
tried to identify which factors in game design may have a deeper impact on games
efficacy as learning tools [3-6]. Other works have evaluated the use of games in
classroom settings [7-10], explored which kinds of games are more suitable for different
educational scenarios [9, 11-13] and studied educational game evaluation methods [14].
Research in video game design is partly focused on the elements it shares with narrative
theory. Some authors argue that both fields are tightly related [15, 16]. Firstly, narration
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"1t should be noted that in this paper the terms “video games”, “computer games” or
Jjust “games” are used to refer to the whole field of video and computer games as well as
interactive simulations, making no distinction on the specific device used to deliver the
software and implying no particular implication about their entertaining nature. For a
complete and accurate definition of these systems see [1].
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is a feature that appears in many video games, and it is used to immerse players in the
game world and as a powerful engagement factor that can improve the learning
outcomes [17-19]. In addition, in both video game theory and in narrative theory, visual
languages are presented to describe the flow of stories [16, 20, 21].

The definition and transformation of DSVL has been thoroughly researched [22, 23].
This research also establishes DSVLs as easy-to-use mechanisms to define the workings
of systems with complex behaviors, especially when the target users are people with
limited programming knowledge. However, even if other systems have applied DSVL
to the educational video game domain (e.g. Storytec [24]), the approach has been
limited to modeling tools. Development tools for educators are still needed.

The DSVL presented in this paper was designed to allow end-users (domain-experts and
educators, in this case) to construct and modify interactive systems (i.e. educational
games). For this reason, the end-users of the system are sometimes referred to as game
developers in the context of this paper. The DSVL was created following End-User
Development (EDU) [25, 26] guidelines, with a focus on creating a tool with a smooth
learning curve. This is achieved by the use of an explicit story-flow representation,
enhanced with specific elements to define complex user interactions and a wide range of
educational situations.

The main aim of this work is to present a tool that helps educators to go directly from a
game storyboard (or a textual description of a game) to a playable game. This is
achieved by the use of a DSVL as an intermediate representation that both decreases the
slope of the learning curve and shortens the development cycle. The proposed DSVL
represents an abstraction of the story-flow in an educational game by explicitly
presenting the potential actions of the player and their consequences. The basic
elements of the language are represented as a Mealy-inspired state-transition diagram.
The language also includes advanced features to define constructs that are common to
game genres with a strong narrative (e.g. adventure games) but which usually require a
substantial programming effort (e.g. out-of-order actions, such as when the player must
accomplish two tasks in the game but the order in which they are done is not relevant).
An educational dialect was added to the DSVL by including constructs to address
aspects that are complex to design in traditional systems, but relevant from a
pedagogical perspective. These constructs focus on providing educators with
mechanisms to maximize their control over the game-based learning experience, as this
has been identified as an important shortcoming in educational video game development
[27-29]. This includes support for tailoring the gaming experience for each individual
student (i.e. adaptation) [30-32], which is important to achieve optimum learning
experiences [33, 34], and tracking and evaluation of the learning outcomes (i.e.
assessment) [35]. In addition, the DSVL also includes explicit support for the definition
of the in-game guidance that will be available to the student.

The games defined using our DSVL can be directly and automatically transformed into
playable educational video games. The resulting video games are adventure point-and-
click games that run in the <e-Adventure> game engine [36]. “Point-and-click
adventure games” (e.g. the Monkey Island™ saga) is the name usually used to describe
2D games in which the user interaction is mostly focused on the use of the mouse and
the story (i.e. the adventure) plays a fundamental role. This has additional benefits,
given that these games can be directly deployed in a wide range of VLE used in real
educational contexts [37]. Besides, <e-Adventure> games have been previously used
successfully in actual educational contexts [38]. We also considered other approaches
for educational video game development, such as EMERGO [39].
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This work is structured as follows: Section 2 presents the theoretical background for the
development of the DSVL. In section 3, the basic elements of the underlying flow
DSVL are detailed. Section 4 introduces the advanced elements in the language, while
section 5 presents the different educational elements that are included. Later, in section
6, a usage example of the language is presented by describing a full educational video
game. Finally, section 7 presents the conclusions of this work and the future work that
we are conducting and expect to conduct in the related fields.

2. Theoretical background

The relationship between video games and narratives has been studied from different
perspectives. A key concern involves whether games should be considered a narrative
medium. However, even authors like Juul [1] who argue against this hypothesis make
limited exceptions for some game genres in particular (i.e. adventure games). In
contrast, other authors consider most games as a narrative medium and study the
consequences of this assumption and the similarities between games and traditional
media. For instance, Ryan [15] studies how games can be described as a specific kind of
narrative structure that shares similarities with traditional narrative media (e.g. novels).
Lindley [16] uses narrative theory to describe the different elements found in games and
remarks on the similarities of the underlying structures used in games to describe the
story with the ones used in traditional media such as novels or movies.

These studies of the narrative elements in video games support a flow-like
representation of the stories in games as a central element of the game description. Still,
Lindley [16] openly argues against the practical use of an explicit visual representation
of the game flow because the potential complexity of games described in this way.
However, Lindley’s argument does not consider different mechanisms (e.g. hierarchical
representations) that can be used in visual languages to reduce complexity. Besides,
narrowing the target type of video games to a specific genre within the serious game
field (e.g. educational point-and-click adventure games) further reduces the potential
complexity of the representation.

Studies that consider narrative aspects directly related to game development help to
identify relevant elements. For instance, Dickey [40] identifies three main elements of
any interactive design (e.g. games): a) setting; b) roles and characters; and c) actions,
feedback and affordances. While the first two are the place, in a broad sense, where the
action takes place and the different characters in the story respectively; the actions,
feedback and affordances (i.e. “action possibilities” latent in the environment) are what
make up the story in a video game. The actions drive the story forward; the feedback
provides information to the player and describes the consequences of the actions; the
affordances make the game interesting to the player by providing choice.

In the development of educational video games, a key challenge is how to integrate
educators and other domain-experts (usually with limited technical knowledge) in the
development process [41]. Several projects have aimed to bridge the gap between
educators and game development by providing authoring tools that are specifically
devised for non-technical users [41, 42]. However, even if such approaches are positive
because they reduce the need for programming knowledge, they still use the wording,
principles and development methods used in professional game development tools (e.g.
variables and conditional logic). The EUD approach tries to reformulate the underlying
concepts using vocabulary that is familiar to educators and providing a flow
representation, which helps in the design process [43]. Additionally our approach
benefits from the ease with which people can employ visual languages to convey
information as many people think and remember things in terms of pictures [44].
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Other systems have applied DSVL or Visual Programming Languages (VPL) to deal
with specific domains. Most multimedia authoring tools present visual programming
interfaces [45]. This includes other tools tailored to educators, such as those specific for
learning design activities [46]. Other examples include, for instance, Scratch [47] which
is an interactive software-authoring tool that uses a VPL to make programming easier
for young children. Scratch is based on OpenBlocks®, an “extendable framework for
graphical block programming systems” developed at MIT. Google’s App Inventor® is
another system based on OpenBlocks for general-purpose mobile app development.
Thinking Worlds®, which is a system for the development of educational and serious
video games, uses a visual language to describe the flow of the games. The approach
taken by Thinking Worlds, however, is better identified with hybrid languages in which
textual descriptions still have an important role in describing the content. Besides,
LaMothe [48] proposed the use of a visual language based on state-transition diagrams
to describe the artificial intelligence (Al) of game characters.

As for game development in general, Onder [20] has proposed the use of story-beat
diagrams (a collection of ovals and arrows) to show the flow of computer games at a
high level. Lewinsky [21] proposes the use of flow-charts to show the flow of the
games, particularly of the story and cutscenes at a “mission” level and not in full detail.
Rouse [49] proposes the use of storyboards to mock-up the action in the game, a
proposal that could be considered complementary to the one proposed in this paper.
Taylor, Gresty & Baskett [S0] propose the use of a visual language based on UML to
design individual game levels and help in the communication amongst different
participants in the game creation process. All these proposals, although covering
different level of details and being complementary to some extent, do not provide a
direct path to implementation and were created mostly to improve documentation and
communication within development teams.

In our case, to obtain a playable game from the DSVL game representation we have
taken advantage of the research conducted in the field of visual languages. Guidelines to
the creation and definition of the different kinds of visual languages are available, as
well as different techniques that are proposed for verification and transformation of
such languages [22, 44]. Different approaches to the generalization of the process of
defining the syntax and semantics, as well as transformations of visual languages have
been proposed. For example, systems such as Moses [23] use an approach similar to the
one proposed in this paper. One important aspect of the DSVL we propose is that it can
be automatically transformed into a playable educational video game.

3. Basic elements of the story-flow language

The basic description of the game story-flow is based on a state-transition diagram. The
story-flow language redefines some assumptions made in other game development
tools. For instance, in traditional game development frameworks actions are usually
classified by their interactivity, where a passive action (e.g. watching a video) is defined
in a different way than an interactive action (e.g. using a tool). However, from a
narrative perspective both actions move the story forward and should therefore use the

? OpenBlocks: http://hdl.handle.net/1721.1/41550 (retrieved on 17/11/2010)
3 hitp://appinventor.googlelabs.com/about/ (retrieved on 17/11/2010)
* http://www.thinkingworlds.com/ (retrieved on 17/11/2010)
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same representational elements. Thus the representation of the story is closer to the
narrative interpretation of the story than a programmatic interpretation of the system.
The basic elements in the language can be described as a Mealy finite-state machine. A
Mealy machine describes a system in which an input (e.g. user action), which depends
on a state (i.e. the point in the story), produces an output (e.g. text shown on the screen)
and a change of state. Formally, a Mealy machine is described by a 6-tuple (S, So, Z, A,
T, G), where:

e Sis a finite set of states. In this DSVL, the states represents points in the story or
game states, defined as specific values for the internal (i.e. invisible to the
player) variables and flags.

e S, is the initial state, an element of S. This is the initial game state, the point
where the story begins.

e X is the input alphabet. The input alphabet is made up of every action the player
can perform in the game, both active and passive. For example, grabbing an
object, talking to a Non-Player Character (NPC) and watching a video are all
inputs in the language.

* A is the output alphabet. The output alphabet in games is made up mostly of
feedback to the player. These outputs are sometimes referred to as effects in the
video game lingo. For example, both displaying text on the screen and changing
the appearance of an object are part of the output alphabet.

* T is the transition function. Formally defined as (T: S x £ -> S), this function
describes how an input from the input alphabet (X) changes the current state. In
the graphic representation the arcs or transitions describe it implicitly.

* G is the output function. Formally defined as (G: S x £ -> A), this function
describes the output that a particular input will produce while the machine is at a
certain state. In the graphic representation this function is implicit. The output is
represented together with the input function, which in turn is represented by the
transitions. The output function will add information to the transition that
corresponds with the same S x Z pair.

The basic elements of the game story-flow language are presented to the user in a
graphic representation. In this representation the states are represented as circles (Figure
1, a). Transitions, which are an implicit representation of the transition function, are
represented as directed arcs from one state to another (Figure 1, b). The effects or
feedback, which correspond to an implicit representation of G (the output function), are
represented as elements associated with the transitions (Figure 1, c).

(c)

TEXT| “Grabbed!"

Figure 1. The story-flow uses basic elements to describe changes in the story based on the
actions of the player. The states (a) represent points in the story, transitions (b) represent
possible actions by the player and the outputs of a transition (c) represent additional
feedback of the transition.
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These basic elements allow for the explicit representation of a wide range of game
interactions and stories. However, as the game grows in size, the representation grows
in complexity. To address this problem advanced macro-like elements were introduced
into the language, which represent repeating patterns in the DSVL representation.

4. Advanced elements in the story-flow representation

The DSVL here presented is defined as an extensible platform to meet the requirements
of the fast changing field of serious games, the varying needs of different educational
requirements and the complexity of game development. This allows for the creation and
incorporation into the language of new representational elements. In particular, this
section explores some advanced elements, defined as part of the language, which helps
in the story-flow definition process. The goal is to reduce the complexity of the
descriptions and provide reusable structures to address recurring problems in game
development. Other advanced features are included in the DSVL to cover specific
aspects of adventure games. For instance, a specific component to define in-game
conversations and an element to define time sensitive behavior (i.e. timers) are included.

4.1 Hierarchical representation

Video games represented using only basic graphs can become too complex to be easily
understood and modified. This problem, identified by Lindley [16] can make an explicit
graph-like representation of games useless due to practical reasons. However, visual
language theory proposes the use of hierarchical representations, similar to the use of
procedures in general-purpose programming languages, to limit the complexity of the
whole description. To address this problem in our language, a story-section element is
introduced to allow for the hierarchical representation of games.

The definition of a story-section is divided into two phases. First, a new kind of state is
added to the representation, the story-section. The transitions from this node, instead of
representing actions by the player, represent different consequences of the player
following the story-section flow (e.g. succeeded or failed) (Figure 2, a).

The second part of the definition involves the actual story-section flow. Each story-
section flow is defined as a sub-diagram, using the full set of elements in the DSVL,
and it includes one starting node (i.e. the point in the story the player is at when
reaching the story-section node) and N ending nodes (i.e. one for each consequence of
the story-section) (Figure 2, b). Based on the previous definition of the language (i.e.
the Mealy machine), the story-section element implies the modification of the state
definition to allow for the inclusion of sub-diagrams as states. Besides, the values in the
input alphabet are extended to include the tags for the different consequences in of
visiting the story-section. In particular:

* S is now a finite set of states and sub-diagrams. Sub-diagrams are defined as 8-
tuples (S°, So°, Z, A, T’, G, E, Eg), extending the definition described in section
3 with two new elements.

* E is a finite set of ending situations. The situations are identified by their names
(e.g. “Succeeded” and “Failed” in Figure 2) and will be achieved (i.e. selected in
the enclosing flow) when the story-section flow reaches the corresponding end
state.
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* Eg is the set of ending states or states tagged with an ending situation. Formally
defined as (Es: E -> S), it indicates the states in S’ that represent a final state of
the sub-diagram or story-section flow.

* 2, the input alphabet, is extended with all the elements in E. This allows defining
transitions from the sub-diagram for each different ending in the story-section
flow.

TEXT

"You killed the enemy!”

; : | Attack |
Succeeded | : ,I b 4 [_

A1
i L 3 ,‘ ! Y]
4 : J
\
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 / B
oy .l ‘_"'@
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| |TEXT] *you can't leave the are..” b
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Figure 2. Story-section representation elements allow for a hierarchical definition of the
story-flow of the game. This allows for both the reduction in complexity (i.e. by hiding
unnecessarily complex interactions) and the reuse of story-sections (i.e. by adding the

same story-sections several times in the same game). The story-section node is added to the

representation (a) and the sub-diagram (the story-section flow) is defined on its own (b).

4.2 Recurring patterns

One of the central aspects of games highly regarded for its educational potential is the
fact that they foster exploration and self-guided discovery of solutions [51]. Games
usually achieve this by giving multiple choices to the user at all times. The language
here presented allows for the creation of games with a high level of choice by the
definition of alternative paths and branching at different points in the story. This can
add significant complexity to game designs. For instance, introducing out-of-order
actions (sequences of actions that have to be performed but in no particular order to
push the story forward) becomes overly complicated even if these are central to provide
choice and interactivity to the games. An example of an out-of-order action in a game is
where at some point the player needs to grab a key and talk to another character to move
forward, while the outcome does not depend on which task is accomplished first. The
complication arises from the fact that the number of branches necessary would increase
exponentially with the number of actions (e.g. two actions, 1 and 2, could be performed
as 1-2 or 2-1, while three actions, 1, 2 and 3, could be performed in the orders 1-2-3, 1-
3-2,2-1-3, ... and so on). This would result in the repetition of many transitions, adding
unnecessary complexity to the representation. To address this concern a “multi-
interaction node” element is defined in the language.

The “multi-interaction node” element eases the definition of out-of-order actions,
removing the need to repeat transitions, bringing down the exponential branching and
using a straightforward representation (Figure 3, left). This element, represented as a
special node has different parts represented in the figure:

e (Figure 3, a) An arrival node, or the node that the story-flow must reach for the
out-of-order actions to be available to the player.
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e (Figure 3, b) N; starting nodes for the different out-of-order action sequences.
Once the player reaches the multi-interaction node, the story will branch N;
times and be at all starting points simultaneously.

* (Figure 3, ¢) N; ending nodes. The player might reach as many as max(N;, N»)
ending nodes at the same time, depending on the sequences followed from the
starting nodes.

* (Figure 3, d) N3 groups of nodes to define interesting combinations (i.e.
combinations for which user-actions become available). When the player
reaches one of the ending nodes contained by a group of nodes the actions
defined for the group became available to the player. Groups of nodes will
usually define actions that lead outside of the multi-interaction node.

N A\ :
Q]v o
Olow B | @ —ll @ _®-=-d
(a) _@ (uucer P > % G l% | Cutscene \

- .
o It|
| Pepg(r : ""pptf | Salt|

Figure 3. A “multi-interaction node” describes a series of actions that have to be
performed but their order is not important. This example shows that adding the salt or the
pepper in any order does not affect the result, by using a “multi-interaction node” (left)
and by using the basic elements in the system (right).

It must be noted that the “multi-interaction node” representation cannot be expressed
formally within the state-diagram definition, as the player will simultaneously be at
several nodes within the “multi-interaction node” at once. However it is possible to
define an algorithm to convert any “multi-interaction node” into a set of basic
representation elements as shown in the example (Figure 3, right).

4.3 Structures to reduce complexity

Complex games, with high number of actions available to the player at any given point,
can enhance player engagement, as choice and challenge are two of the main aspects of
flow [52]. Therefore our language favors games with many choices making explicit
when these choices have consequences (which is favored in game design). However,
one way to easily add greater choice in traditional game development tools is to add
actions that have loose conditions (i.e. that can be performed at any given time). This
cannot be directly achieved by the DSVL presented here, given that such actions would
need to be defined for every possible state in the story-flow. This problem is tackled in
two different ways, by the use of “parallel-story nodes” and “virtual nodes”, which
addresses two different aspects of actions widely available throughout the game.

The “parallel-story node” element allows for the definition of actions that, while
available at different points in the story, trigger a sequence of actions that do not affect
the story itself. For instance, one of these elements could be used to define a sequence
of actions needed to read some background information (fire protocol book, in this
example), while allowing the player to continue along the story without completing the
sequence (Figure 4).
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Figure 4. A “parallel-story node” (a) allows the definition of actions that can be performed

at different points in the story (b), potentially describing a parallel story, but that have no

effect on the game story-flow. In this example, the player can grab a “manual” and read it
at different points in the story.

The “virtual node” element, in contrast, allows for the definition of actions that can
change the story-flow. These elements can be used, for example, to define actions with
“catastrophic” consequences (e.g. the game ends), which “ejects” the player from the
story-flow (e.g. performing a dangerous action in a simulation game that ends the game
with a warning and/or forces the player to restart) (Figure 5, left). Any action defined
for a “virtual node” is available to any state associated with the virtual node (i.e. virtual
nodes behave in a similar way to abstract classes in an object-oriented programming

language). ;! !
- A ==
“You just died!” TF Uj “You just d.ed' B pdEne 1 1;‘
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& ‘ B 9—'—’( 3 ha

e > s B i -
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e, § £l 1 | Poisson
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@ : ) D@ —
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Poisson WitchHouse | Lyvitch ) :
o ['g’ A
@ & i [_] Witch: Thank you!®
Witch:"Thank you!*

Figure 5. A “virtual node” (a) allows the definition of actions that can be performed at
different points in the story (b) and that have the same effect on the flow of the main story.
In this example, using the poison will cause the character to die. To the right, the same
behavior is shown without using virtual nodes and, it is only possible to represent it by
repeating states and effects.

5. Educational elements

Educational elements in the language cover different aspects of educational video
games. We focus on three characteristics of educational video games that contribute to
learning: assessment, guidance and adaptation [30, 35, 53]. Each of these aspects is
covered by one or more specific elements of the DSVL, in an attempt to make the
introduction of these characteristics in the game as straightforward as possible. This
follows the central premise that specific language features might be needed to fit
different requirements (e.g. inexperienced or advanced users), cover different standards
(e.g. the IMS Question & Test Interoperability [54]) or create games for specific fields
(e.g. medicine or math). Another aim of the use of explicit educational constructs is to
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increase the visibility of the educational features to the developer and, as a consequence,
increase the chance that they will be added to the games.

5.1 Explicit representation of student assessment

Educational games have great potential for tracking and assessing students’ learning
outcomes compared with less interactive educational media. In-game student
assessment allows educators to highlight and score relevant actions. These can then be
used to generate feedback and help identify and rectify inaccurate assumptions, which is
essential in educational games [3].

In our DSVL, student assessment is part of the output language (Figure 6, b). This
output element, however, has no immediate consequences for the player. Instead, it
modifies the overall score and writes a line in a human-readable assessment report. As
the assessment element is part of the language it is part of the story-flow representation
(Figure 6, a) and helps make evaluation an integral part of the game.

| & : Fire protocol
TEXT]

"The alarm has been acti..”

+4 "Activated alarm*®

[Did not activate alarm -2 (00:00:31)

\Qvi-;\‘ - ;_‘\77.C-
\ 7 M | Activated alarm 44 (00:00:35)
= ’/E»‘ TEXT) “The alarm should be act..”

>< -2 "Did not activate alarm™

Figure 6. The use of assessment as part of the output language allows the easy definition of
relevant actions. In this case, the activation state of the fire alarm, influences the player’s
overall score (a). (b) shows an assessment report where the student didn’t activate the
alarm at first but later did.

The DSVL allows for the tracking of any in-game interaction. Nevertheless some
educators might find it hard to define their own interactions to evaluate students. For
instance, a construct familiar to educators is the multiple-choice question, but the
definition of such elements in an educational game can become a series of complicated
interrelations between variables and conditions. In an effort to present a clear and
intuitive representation of multiple-choice questions in games, a specific element is
included in the language (Figure 7). This element, like the story-section node previously
described, adds a new set of states and transitions to the state-diagram. The language
could be extended further, for example, by adding a visual representation of
mathematical questions with numerical answers.
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Figure 7. Ready to use components such as multiple-choice questions simplify the
development process and encourage in-game student assessment. In this case the player
must answer a multiple-choice question before continuing.

5.2 In-game hints for student guidance

In-game help allows players to make progress regardless of knowledge level or
background. One way to provide such direction is through an in-game hint system, a
solution also used in commercial games such as the latest “remake” of the Monkey
Island™ saga. These hints provide guidance to players who need it, but do not disturb
players who can do without. This broadens the audience, by providing breadcrumbs in
the game for players that would have found it too difficult otherwise.

Taking this into consideration, the DSVL includes an element aimed to provide in-game
tips to the student. These hints are defined as properties of nodes (the point in the story
in which the hint is relevant) (Figure 8). As the excessive use of hints can reduce the
exploratory nature of games, the hints are delivered when requested and at a cost to the
player (i.e. reduction of the global score) established by the designer. Some hints can be
provided at no cost, such as those that help users deal with the interface. However, an
adaptive pedagogical agent (a.k.a. mentor or tutor) such as the one found in the Prime
Club/Clime game could also use the information to provide hints to the player when
needed [55]. Two approaches can be used to create such a mentor: explicitly create a
new character in the story with which the player can talk at the different times and who
provides the information; or, with modifications to the system, use the hints as
conversation lines for a new character in the game that takes the role of the mentor.
However, decisions about how to present the mentor or the hints to the student can have
different consequences in the educational outcome of games (for instance, proactive or
on-demand hints can affect learning in different ways for different students [56]) and
thus must be left for the educator to decide.
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Figure 8. In-game guidance or hints are defined as properties of nodes. The hints define
their cost to the player (-1 in this case) and the text that will be shown.

Draft version. Please visit http://www.e-ucm.es/publications/articles.html for
updated citation information



5.3 Adaptation of game content

Adaptation in video games is the act of changing something in the game to suit the
needs of a particular individual or group of individuals. The most basic kind of
adaptation found in games is based on changing difficulty based on a finite set of
stereotypes (e.g. “novice”, “intermediate” and “expert”). This helps a player find the
golden mean between boredom and frustration. In this case it is selected by the player at
the beginning of the game (i.e. “static adaptation”), while in other cases it is
automatically inferred according to the player’s past performance (i.e. “dynamic
adaptation™) [57]. Other adaptations can also be performed in a similar manner (e.g.
presenting the game differently the first time it is played). However, as adaptation
usually modifies only a part of the story, story-section elements are used as a part of the
adaptation mechanism in this case.

In our DSVL a story-section flow can have more than one initial state (Figure 9). The
decision of which initial state is used in a particular session is left to the game engine,
introducing welcome variation in the game from the players’ perspective. The initial
nodes of the story-section flow are associated with different adaptation profiles in the
game, for instance, “easy”, “medium” and “hard” difficulty levels. Which profile is
actually used can be left to the player or configured by the Virtual Learning
Environment (VLE) in games played within those systems.

EasyVideo

DefaultEnd

[Hardvideo

Figure 9. Adaptation of the story-flow is defined at a story-section level in the DSVL. This

allows different part of the game to behave differently in each game run, depending on the
needs of the player.

6. Usage example

This ‘usage example describes the full story-flow of a simple, but representative,
educational video game using our DSVL. This example video game can be
downloaded’ or replicated by transforming a visual description such as the one
presented here into an <e-Adventure> game. In this game, the player must carry out an
evacuation protocol during a fire. According to this protocol, there is one person on
each floor who is responsible of investigating any sign of fire on that floor. If a fire is
confirmed (and can not be extinguished) he/she should proceed with the evacuation. In
this game the player plays the role of such a person.

The game starts when the player receives a phone call reporting a potential fire in one of
the offices on his/her floor (Figure 10, a). After the situation is explained to the player,
the office in question must be checked to verify both the existence and assess the
intensity of the fire (Figure 10, b). Later, the fire alarm must be activated (Figure 10, c)
and all the occupants of the building evacuated (Figure 10, d). This last step is detailed

> http://e-adventure.e-ucm.es/course/view.php?id=18&topic=2 (retrieved on
17/11/2010)
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using a story-section to hide complexity (Figure 11). Finally, the game ends
(successfully) when the player leaves the building using the stairs (Figure 10, e). If the
player does not complete the whole procedure in less than 4 minutes, is unable to
provide the staff with appropriate instructors to evacuate the building calmly, panics, or
tries to use the elevator the game arrives at the “failure” end state.
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Figure 10. Fire protocol game description. This story-flow represents the full story of the

fire protocol game, including student assessment, using an implementation of the DSVL
described in this paper.
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Figure 11. Check offices story-section in the fire protocol game. This story-flow represents
the part of the Fire protocol game in which the player must check every office in a floor to
make sure no one is left behind.

7. Conclusion

This paper presents a new DSVL that aims to simplify the creation and maintenance of
educational video games. The main goal is to facilitate the transition from the game
storyboard to a playable game by means of an explicit representation of the game story-
flow. This language was built following EUD guidelines, with educators and domain-
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experts as target users. It is intended to fill the needs of educators, with limited or no
technical background, who are developing new games or modifying existing ones.

The language is defined as an extensible framework, allowing new constructs to be
included to fit different needs. For instance, it includes advanced expressive capabilities
to represent both the most usual game situations and to easily include the educational
game characteristics (e.g. assessment) decreasing the required effort to build the final
educational game.

This DSVL has been applied in a simple yet relevant usage example to showcase its
capabilities and advantages. This shows how the hierarchical representation allows for a
compact but comprehensive visual representation of an actual game’s story-flow.

A beta release of the language can be found in the WEEV (Writing Environment for
Educational Video games) system, part of the <e-Adventure> project, which is freely
available for download®. This system facilitates the rapid prototyping of games to allow
for early client and user evaluation, as it provides mechanism for the direct
transformation of the games visual descriptions into playable games. We are currently
working on creating a final release of the system.

Future work includes the creation of more components in the DSVL, including the
development of some language constructs that already exist in other E-Learning
specification such as IMS QTI for representing questions and tests to be presented to the
user. Besides, end-user evaluations such as those presented for other languages [58] are
needed to confirm the usability of the proposed DSVL and evaluations of the resulting
games need to be performed to asses their usability, playability and the interest they can
arise in students. Other efforts are underway focused on identifying and implementing
specific elements useful in different fields, such as the medical field where educational
games using <e-Adventure> have proven to be useful given the tight constraints of real
environments [38], and the use of the hint mechanism to complement the adaptation
mechanism by providing different hints for users with different needs.
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